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Abstract- Buffer overflows vulnerabilities to compromise 
critical data structures. We present a black-box testing 
approach to detecting buffer overflow vulnerabilities. Our 
approach is motivated by a reflection on how buffer overflow 
vulnerabilities are exploited in practice. In most cases the 
attacker can influence the behavior of a target system only by 
controlling its external parameters. Therefore, launching a 
successful attack often amounts to a clever way of tweaking the 
values of external parameters. We simulate the process 
performed by the attacker, but in a more systematic manner. In 
particular, our approach exploits the fact that combinatorial 
testing often achieves a high level of code coverage. We have 
implemented our approach in a prototype tool called Trance. 
The results of applying Trance to five open-source programs 
show that our approach can be very effective in detecting buffer 
overflow vulnerabilities. 
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I. INTRODUCTION 
 

In computing, a web application or web app is a 
client-server software application in which the client runs in 
a web browser. A Web application is an application program 
that is stored on a remote server and delivered over the 
Internet through a browser interface. Examples of browser 
applications are simple office software (word processors, 
online spreadsheets, and presentation tools), but can also 
include more advanced applications such as project 
management, computer-aided design, video editing and 
point-of-sale. At a high level, web application security draws 
on the principles of application security but applies them 
specifically to Internet and Web systems [1]. One of the 
most serious input hacks is a buffer overflow that 
specifically targets input fields in web applications. If 
someone managed to exploit a buffer overflow in a Web 
application, it would result in a critical situation. 
 
A. Buffer over flow Attack 
 

By this attack, we are trying to get past Client-Side 
Validations which come in effect due to the usage of Web-
Browser. Since, we are not working with Browser but directly 

  
manipulating the HTML Source file we are able to bypass 
the Client Side Validations such as Java script sand 
“MAXLENGTH‟ field present in “input‟ tag fields. The 
“input‟ tags fetched from the HTML source file are 
embedded with an arbitrary long String in the„ value‟ 
attribute and resubmission occurs. The random 
 

String is generated by a „randomizer‟ function. If 
the Server does not support proper Server-Side Validation, 
then a possible crash can take place at the Server end. There 
is noted by observing the HTTP Status codes received as a 
response whether the attack was a success or not. 
 

II. LITERATURE SURVEY 
 
A. Loop-extended symbolic execution and generalization 
 

Shahriar, H., Haddad, H.M., Vaidya describes 
Mixed concrete and symbolic execution is an important 
technique for finding and understanding Software bugs, 
including security relevant ones. However, existing symbolic 
execution techniques are limited to examining one execution 
path at a time, in which symbolic variables reflect only direct 
data dependencies. We introduce loop-extended symbolic 
execution, a generalization that broadens the coverage of 
symbolic results in programs with loops. It introduces 
symbolic variables for the number of times each loop 
executes, and links these with features of a known input 
grammar such as variable-length or repeating fields. Our tool 
finds vulnerabilities in both a standard benchmark suite and 
3 real-world applications, after generating only a handful of 
candidate inputs, and also diagnoses general vulnerability 
conditions [2]. 
 
B. Buffer over flow vulnerabilities at run time 
 

Charier, H., Zulkernine, M states Buffer over flow 
program defects that can cause a buffer to overflow at runtime. 
Many security attacks exploit buffer overflow vulnerabilities to 
compromise critical data structures. In this paper, we present a 
black-box testing approach to detecting buffer overflow 
vulnerabilities. Our approach is motivated by a reflection on 
how buffer overflow vulnerabilities are exploited in practice. In 
most cases the attacker can influence the 
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behavior of a target system only by controlling its external 
parameters. Therefore, launching a successful attack often 
amounts to a clever way of tweaking the values of external 
parameters [3]. 
 
C. Fizzing a black box and white box testing 
 

Padmana bruin, B.M., Tan Many describes that 
security attacks exploit buffer overflow vulnerabilities to 
compromise critical data structures, so that they can 
influence or even take control over the behavior of a target 
system. Our approach is a specification-based or black-box 
testing approach. That is, we generate test data based on a 
specification of the subject program, without analyzing the 
source code of the program. The specification required by 
our approach is lightweight and does not have to be formal. 
In contrast, white-box testing approaches derive test inputs 
by analyzing the data and/or control structure of the source 
code. Black-box testing has the advantage of requiring no 
access to the source code, and is widely used in practice[4]. 
 
D. Buffer over flow attack parameters for using security 
testing 
 

Wagner, D., Foster, J.S., Brewer, E.A.,et al. states 
Security testing essentially needs to do the same thing, but in 
a more systematic manner and with a good in tents as an 
effort to validate this hypothesis, we inspected buffer 
overflow vulnerability reports in three public databases[5]. 
 
E. Single path loop using buffer overflow attack 
 

Saxena, P.Poosankam, P., McCamant, S describes, 
when single-path symbolic execution is applied to test case 
generation to increase coverage, it will be unable (in one 
iteration)to generate an input that forces execution down a 
different branch than in the original execution, if taking that 
branch is only feasible with a different number of loop 
iterations. In other words, in single-path symbolic execution, 
the values of a symbolic variable reflect only the data 
dependencies on the symbolic inputs control dependencies, 
including loop dependencies, are ignored [6]. 
 

III. PROPOSED SYSTEM 
 

There are more than million websites on the 
Internet. With such at remand ours growth, the issue of 
security has achieved a wide angle and is very important due 
to the following reasons: 
 
Most of the transactions are Online  

Usage of Legacy 
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User Trust factor  

Shift in focus of Attacker towards monetary benefits 
poorly written code 

 
There are many more reasons besides these. The 

security can be maintained by having Secure Coding 
practice. But, that is not always the case. Hence, there is a 
need for an application tool which would be able to uncover 
vulnerabilities besides those which are already well-known. 
If such vulnerabilities are uncovered, then the security of the 
product can been hence and guaranteed to a large extent. 
Software Testers would benefit tremendously from such a 
utility. We look into the following categories of errors:  
Failure to handle exceptions  
Failure to validate input on server 
 

A. BOF Detector BOF Detector is a Web Site 
vulnerability detector which rigorously injects malformed 
data and SQL injections within the input tag fan HTML 
source file fetched from the Web Server. It then analyzes the 
HTTP status codes received as a response from the Web 
Server as a possible indication for hidden vulnerabilities. 
There are many BOF already present in the market written in 
Pearland Python.BOF Detector, written exclusively in Java 
is going to be very popular and can be used by Web Portal 
Testing teams before putting their Site into Production.  

BOF Detector is a context-aware type of BOF whereby 
it is aware of the HTML source file to be BOF Our 
projects cope is limited to dealing with ”input “ tag 
expressions. Steps involved in the case of BOF Detector 
are as follows:  
BOF Detector fetches a HTML source file from a URL 
using HTTP Connection class. 
BOF Detector traverses through the HTML Source file 
and populates a List containing all the different types of 
input commands corresponding to a particular form on a 
Web Page file.  
Random strings are generated and embedded into the„ 
input‟ tags in the ”value” field Attribute.  
Page is resubmitted to the„ action ‟field specified in 
the form tag. 

 
There sponge received from the Server is in the 

form of HTTP Status Codes and is used for analysis 
regarding the vulnerability status of a Web Page B. 
Functional Matrix 
 

It basically consists of 3 columns comprising of 
Input, process and output. The input at each entity undergoes 
certain processing which is displayed at the output. Also, it 
helped using a the ring the complete know-how about the 
 

www.ijsart.com 



 
IJSART - 

 
Volume 4 Issue 11 –NOVEMBER 2018 

 
ISSN 

 
[ONLINE]: 2395-1052 
 

 
features and concepts pertaining to each entity and their 
requirements.  
 

<Tabulation  done  on  basis  
involved>  

Table 1 Input to BOF Detector  

 
 
of 

 
 
Input 

 
 
to 

 
 
Actors 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Table 2 Input to HTTP Web Server  
 
 
 
 

Fig: 1 Flow diagram for Buffer overflows Attack Detection 
 

IV. EXPERIMENT RESULT 
 

Step1: We wish to perform buffer overflow  
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Step: 2 start the run configuration in Eclipse  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Step3: We choose to perform Buffer Overflow by using the 
parameter ‘buffer’  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Step 4: The detail view in Buffer Overflow by using ‘detail’ 
parameter  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Step 5: Observe the Server responses shown in detail view 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Step 6: Final Analysis in Buffer Overflow done using 
detailed view  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Step 7: Validation we wish to pass ‘buff’ which is a wrong 
parameter to the Program (correct should be ‘buffer’)  
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V. CONCLUSION 
 

BOF Detector show cases the vulnerabilities in 
typical Websites. As per our tests, we have proven that if 
thus vulnerabilities come in the knowledge of Attackers then 
Exploitation of vulnerabilities will not take much time it also 
show cases then need for much improved and secure coding 
standard. Even though as secure coding mode exist Security 
Development Life Cycle, it is still being implemented in a 
phased manner. That might be because corporation shave not 
realized it s importance yet. 
 

But, it is indeed time to use penetration testing tools 
such as BOF Detector and the other likes which do exist to 
become aware of the vulnerabilities be for putting the system 
in to production environment. 
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